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Abstract: The Internet of Things and spatial computing are increasingly popular in today's technological
environment. These devices can sometimes produce counterproductive effects, complicating the interaction
between non-expert end users and the device itself. In this paper, we propose a simple, user-friendly, and cost-
effective configurable smart mirror, which can display usefully relevant real-time information. This system is
designed based on a low-cost Raspberry Pi paired with an LCD screen. The system can connect with a personal
computer (PC) through the IEEE 802.15 wireless communication protocol. The preliminary results in this paper
show the intuitive usability of the device in daily life.
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1. Introduction
The smart home industry is continuously developing [1]. Smart mirrors, one kind of home technology, can

display relevant useful information and provide applications in health and energy efficiency [2].
At present, the market for this device is limited, and it is produced mainly by hobbyists—almost impossible

to acquire one [3]. Therefore, we can infer that there is a lack of customisable software, which is the gap we aim
to fill in this project. Like smart mirrors, smart displays visualise relevant information. Having Reached $3.78
billion in 2020, the global smart display market continues to increase, signalling a growing demand for smart
home technologies [4]. This growth in popularity is attributed to increased functionality and configurability, with
voice assistants now integrated into the technology, further improving functionality.

Homes are customised according to user needs and differ greatly in requirements. Therefore, smart devices
must be configurable to meet this range of requirements. Regardless of the growing industry, these devices have
not been adopted, this is considered due to a lack of configurability and cost. Some smart mirrors do provide
reconfigurability, however, these devices are on average more than double the cost of similar smart home
technologies this price is not justified, an idea explored within this paper. In this context, the main contributions
of this paper are:

• A smart mirror design that combines the advantages of low cost, configurability, and energy efficiency;
• An overview of the deficits in the smart mirror industry;
• Improvements that can be made to current smart mirror technologies.
We want to design a novel smart mirror with the following objectives: the device will be used frequently,

retained for a long time and be a part of the user's home. Therefore, it is recommended that the design should be
robust, aesthetically pleasing, and functional.

https://ojs.ukscip.com/journals/dtra
mailto:seccoe@hope.ac.uk
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The proposed device must also maintain user privacy, a growing concern in the home technology
industry [5]. In order to achieve these goals, the development will be user-centred, based on user feedback
and testing, namely:

• User data remains secure.
• The application and device display data graphically.
• Up-to-date relevant information is displayed.
• The user can configure the location and content of displayed data.
• The interface is easy to understand and use.
• There is a range of gadget options.
• The device can be connected to the internet wirelessly.
• The device can be connected to the device via Bluetooth.
The paper is organised as follows: Section 2 presents the hardware and software of the system, Section 3

explores system testing and corrective maintenance, and Section 4 contains the evaluation and conclusion of the
system.

Two applications are developed using Python 3.12.2, one for configuration, running on a Windows machine
and the other running the mirror's interface on a Raspberry Pi 3B. Python is a high-performance, portable
language that supports rapid development, which makes development easier, and reduces developing time and
multiple iterations of the device being made across a range of operating systems [6].

2. Materials andMethods
The device will need to access the internet for API requests, and a Wi-Fi network is ideal for this. However,

the mirror cannot connect to a Wi-Fi network due to a lack of credentials and input. Instead, the application will
communicate via IEEE 802.15 protocol, namely Bluetooth PAN initially, and receive the Wi-Fi network
credentials later via this protocol.

A set of algorithms needs to be designed: precisely, two differing flowcharts detail the execution path of the
applications, which helps to develop the application, decrease development time, and ensure the realisation of
project aims by aiding algorithm comprehension [7]. An overview of these algorithms is reported in Figures 1
and 2.

2.1. Software
The applications use various libraries to improve software functionality and help to meet the success

criteria. Libraries required and the justification of each:
• The Requests library is required to retrieve the API information displayed by the application.
• CustomTkinter is used to create the graphical user interface (UI). It adds methods and classes that can

be used to create custom graphical interfaces.
• Pillow is an image library for loading and formatting images so they can be displayed graphically.
• The subprocess library allows terminal commands to be issued from the program, which is necessary to

fetch the nearby network credentials sent to the Pi and used for connection.
• The Threading library offers support for simultaneous multi-threading; this can reduce program

execution time by allowing multiple processes requiring CPU attention to be executed simultaneously,
this is used for updating the user interface [8].

• The socket library is used to connect and send data via Bluetooth from and to the mirror.
• Datetime is required to retrieve the system time and date, which will be parsed and update the widget

as needed.
• CTkListBox is a small library built on “CustomTkinter”, which adds functionality for another type of

graphical widget.
• CTkMessageBox is another small library built on “CustomTkinter”, which adds functionality for pop-up

message windows.
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Figure 1. The mirror algorithm flow chart.
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Figure 2. The configuration algorithm flow chart.
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2.2. Hardware

The project involves not only software but also major hardware. The basic principles for selecting the
hardware are listed below:

• LCD: The project requires an LCD screen to display the graphical user interface. This screen is located
behind a transparent two-way mirrored Perspex sheet. The LCD is a 1024 × 600, a 7 Inch HDMI display,
suitable for the planned Graphical User Interface (GUI).

• Raspberry Pi 3B: The Raspberry Pi 3B is a single-board computer with four 1.2 GHz cores with 1 GB
RAM. This is sufficient for the application and the physical design of the device due to its small size and
high energy efficiency [9].

• Transparent mirror: This material is a two-way mirror. It is acrylic Perspex, so it will not shatter
making the device safer. The material allows light to pass through while maintaining its mirror-like
appearance.

• Cables: A 12 V power supply is needed for the Raspberry Pi 3B, a USB A to Micro USB cable for display
power, and a High-Definition-Multimedia (HDMI) cable connecting the Liquid Crystal Diode (LCD)
display to send visual data.

When selecting the hardware, the cost was taken into account. Each component and its respective cost are
listed in Table 1. A comparison with other commercial products is also reported in Figure 3. This hardware is
displayed in Figure 4 displaying the size and limited hardware used. Figure 5 details the overall proposed design
of the system combining all hardware displayed in Figure 4.

Table 1. Components and their respective costs.

Figure 3. Comparison between the cost of similar devices.

Hardware Cost (£) Supplier

Raspberry Pi Model 3B 27.89 Amazon

Raspberry Pi heat sync 2.20 Amazon

LCD 1024 × 600 display 54.99 Amazon

Two-way reflective Perspex (A5) 10.00 Ebay

12 V micro USB power supply 5.30 Amazon

HDMI cable 3.46 Amazon

Wooden frame 9.67 B&Q

Total Cost 113.51 -
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Table 1 and Figure 3 show the low-cost nature of the device compared to similar systems in the market
(Costs taken on May 2024 from: https://uk.pcmag.com/smart-home/39701/amazon-echo;
https://formelife.com/pages/hardware?sscid=51k8_hgutk;
https://www.amazon.co.uk/dp/B086MBPXWJ?ascsubtag=&linkCode=gs2&tag=hearstmagazin-21). The device's
overall cost is similar to devices with less functionality such as the Amazon Echo, rather than similar smart
mirror devices at a higher price, indicating that it is possible to create a configurable low-cost smart mirror.

Power efficiency is another important factor when considering hardware components, and energy
certifications can have a significant impact on product sales in order to comply with energy efficiency regulations
and to compete with similar smart devices, with Energy Star ratings being a widely recognised program [10].

The Raspberry Pi 3B uses a Reduced Instruction Set Computer (RISC) processor, which is more efficient
than a Complex Instruction Set Computer (CISC) processor as less heat is produced [11]. The device also uses a
small LCD. With it mounted in a thin wooden frame, with a two-way mirrored Perspex on the front, heat can
easily dissipate, so no further cooling is required, because passive cooling is sufficient, reducing energy
consumption further.

Figure 4. The project hardware layout.

Figure 5. Initial sketch design.

https://uk.pcmag.com/smart-home/39701/amazon-echo
https://formelife.com/pages/hardware?sscid=51k8_hgutk
https://www.amazon.co.uk/dp/B086MBPXWJ?ascsubtag=&linkCode=gs2&tag=hearstmagazin-21
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2.3. Design of the User Interface
Due to the different functionalities of applications, two types of graphical designs of the user interface are

required. The interface designs should be easy to use, which can display relevant information and be easily
understood to achieve project aims.

2.3.1. TheMirror Interface

This interface is displayed on the mirror. It is used frequently, to display data of different quantities and
types.

First Iteration - The focus of this design is readability. To achieve this, the information and interface widgets
are separated, leaving a gap for the mirror's reflection. The bold large titles ensure that the data is easy to
identify and understand. This design includes a quote that generates the daily time greeting, the date, the current
Spotify song, and reminders and headlines news on the left top (Figure 6a).

Second Iteration - This design is an improved version of the first iteration which contains less information.
However, it is easier to read and understand due to the increased spacing, the more readable “Arial” font and the
increased font size [12]. A weather widget has been added to the design to replace Spotify, which requires a paid
account; these widgets can be swapped and customised according to user preferences (Figure 6b).

(a) First mirror interface design. (b) Second mirror interface design.

Figure 6. First and second mirror interface designs.

This interface will be configurable regarding the displayed information and the location of the data on the
interface. Possible configuration changes are listed below:

 Widget interface locations
 Real-time weather data
 Time and Date
 No data
 Real-time news
 Time table
 Reminders
 Updating complements
 Greeting based on time e.g., “Good Morning {name}!”
 Generic time-based greeting



Digital Technologies Research and Applications | Volume 3 | Issue 2

73

2.3.2. Configuration and Setting

The configuration application will run on a Windows machine. Its interface will be like a mirror, simulating
the mirror. The interface needs to handle user input, Wi-Fi information and UI options; therefore, the interface
will need easily interactable elements (Figure 7).

(a) Configuration Interface showcasing
widget options.

(b) Configuration Interface showcasing
no widget options chosen.

Figure 7. Configuration interface design.

Dropdown elements are typical for other UIs, making them intuitive and providing a dynamic solution for
widget choices as they can add more options without significantly changing the UI [13].

The color of dropdown menus should be great different from that of the background and other UI colors to
make it stand out and improve the interface’s accessibility. The implementation of this interface can be seen in
Figure 8a. This user interface design can be seen implemented into the solution in Figure 8b with differing
customisable options.

2.4. Development of the Algorithm
The applications are graphically user-centered, therefore programmed modularly. Modularity provides an

opportunity to reuse program components in other applications, allowing multiple UI instances to be created,
each with its own attributes. The code can be found in the following link: System source code. Figure 7 displays
an overview of the resulting interfaces’ aspect.

2.4.1 Configuration Algorithms

The following functions and methods have been integrated into the algorithm.
Send_Pi_Data () - This function is used in the “Send_Widget_Data” method in the App class. It is used by a

separate thread, so that UI can be updated continuously. The function connects to the Pi through Bluetooth, and
then formatted parameters and variable data are sent in a specific order and unpackaged relative to this. A
Bluetooth socket object is initialised through the socket library, and relevant methods are then used to connect
and send encoded byte data to the application’s port and the Pi’s Mac Address. If the Pi Wi-Fi status stored as a
Boolean value in a text file is false, the program will wait for another thread's execution before continuing. This is
necessary because the waiting thread will be gathering Wi-Fi credential inputs, which will be sent to the Pi via
Bluetooth.

Get_Near_NetworksName () – This function is used in the constructor method of the Wi-Fi Selection class.
This function is responsible for fetching network credentials so that Pi can connect through Wi-Fi. The function

https://github.com/Numb11/Magic_Mirror_Py
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uses the subprocess library to fetch nearby network data. The extracted data is formatted to Unicode, whitespace
is removed and nearby network SSIDS is appended to the local SSID list and returned. If an exception occurs,
“Absent” is returned.

(a) Mirror interface, displayed on the
device.

(b) Configuration interface, used to configure
the device, used by a separate machine.

Figure 8. The mirror interface and the configuration interface.

Get_NetworkPass() - Taking a network's SSID as a parameter, this function uses the SSID to execute a
terminal command requesting to save network password. The return is decoded and formatted, enabling the
password to be fetched and returned. If the password cannot be attained or an exception occurs the local
variable “Network_Pass” is initialized to None.

WifiSelection Class – This function is used to create a pop-up window interface. Nearby network SSIDs are
displayed through the usage of a “ListBox” widget. Once the appropriate network is selected the respective
password will be fetched, and the data will be sent to the Pi through the “Send_Pi_Data()” function.

Methods - The class's methods are designed to fetch data, process inputs and update interface widgets.
Update_ConnectionsList() – This setup is used to update the “ListBox” widget displaying nearby networks.

This method first assigns a local RGB variable. This is decremented per appended value and used to change the
text color of the object, creating a unique aesthetic and improving readability. The value list passed in by the
“values” parameter is looped by a for loop. Each value is formatted and appended to the widget option attribute;
a break line character is added to the middle of each value to ensure readability.

Get_password() – The function is responsible for fetching network credentials indicated by the SSID
parameter and updating necessary variables. This function first strips the SSID to avoid errors. After stripping,
the “Get_NetworkPass” method will be used with the SSID parameter. Through selection, a status message is
displayed via a “CTKMessageBox” object, dependent on the result returned by the “Get_network” function use. If
“None” has been returned, a button object will be created to prompt the user to continue to use Bluetooth. The
variables “Wifi_Pass” and Pi Wi-Fi status will be updated.

ContinueBlue() - This method is used by a button widget, the object offers the option to continue with a
Bluetooth connection. And it will only be created if the network password can't be attained. The method destroys
the “WifiSelection” object instance through the usage of the “destroy()” method.

App class – This class defines the main window display. Due to the similarity to the App class of the Mirror
script, the differences have been listed:
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ComboBoxes and Inputs - This script version of the class uses “Combobox” widgets offering configuration
input. Example data is used whenever possible instead of making API requests, as this is not necessary to
represent the configuration. In addition to “ComboBox” widgets, the class fetches input through the usage of
“CTkInputDialog” objects which produce pop-up windows. These objects prompt Timetable and Reminder input,
which is sent to the Pi after submission.

Widget placements - Due to differences between screen size and of “ComboBox” widget requirements,
interface elements are placed in different locations through screen coordinates without using anchors as the data
is predefined. Widget placement is representative of the mirror interface.

2.4.2 Mirror Algorithms

The Raspberry Pi 3B has the least resources and is passively cooled, so in order to avoid overheating, the
program must be time-saving and memory-efficient. The mirror will only have network input and will likely be
left on for days. Therefore, it is essential for the program to detect and handle errors efficiently.

Get_IP_Location() – This function is used to fetch the Pi's public IP address location. And its return is used
to gain weather information. The function will make an API request through the usage of the requests library,
this is returned in a JSON format.

The JSON format will be decoded into a dictionary data type and relevant information will be fetched and
returned. If an exception occurs the longitude and latitude for Manchester will be returned.

Get_Weather_Data() – This class is responsible for fetching weather data. This function takes latitude and
longitude as parameters which are used to make an API request. The returned JSON data is formatted to a data
type dictionary, and the relevant data will be saved and returned. If an exception occurs, the universal image
path of no Wi-Fi icon will be returned.

Get_Date_prefix() – The function takes an integer value as a parameter to represent the date. A local
dictionary is defined and initialised with the relevant date postfixes, through the selection of relevant postfix to
be returned.

Get_quote() - This function produces an API request, fetching a random quote. The request return is cast
from JSON to dictionary data type and the quote is fetched. If the quote’s length is greater than eight or less than
five characters, recursion is used to request another, otherwise the quote is returned.

Quote length is limited to maintain usability and readability.
Get_time() - The result of the “now()” method on the “DateTime” object is returned, providing the current

date and time.
Class App - This class is very similar to the class used in the configuration application. It is used to create a

main window instance. This window acts as the primary user interface displaying widgets according to the user
preference.

App class methods - This class has been designed to differ in method functionality, including different
location and the updating and creation of widgets.

2.4.3 Location Methods

Location methods act as controllers for specific areas of the screen. They use methods dependent on
parameters to create or destroy widgets.

Upp_left(), Upp_Right(), Bott_Centre(), Centre() - Sharing the same functionality,hese methods create the
widget specified by the parameter “type” through the selection of appropriate method use. If the widget already
exists, it will be swapped from that location by updating its attribute and using the “Widget_Destory()” method.
This prevents errors from occurring due to multiple API requests and unsupported thread instances overloading
the Pi.

2.4.4Widget Updating Methods

Widget updating methods are used to update specific widgets based on parameter values. They are
typically used within the time updating threads.
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Update_Compliment(), Update_Greeting(), Update_Quote(), Update_Day(), Update_Weather() and
Update_Date() - Sharing similar functionality, these methods are necessary to obtain up-to-date relevant
information to update widgets. Widgets are updated using the “configure()” method.

Update_Interface() and Update_Hour() - Responsible for updating widgets at specific times, these
methods are calld in separate threads. The methods require constant CPU attention as “while true” loops are
used to avoid recursion depth limits. Widgets are updated using the sleep() method of the “time” class and
selection specifying which widgets to update.

Instead of using time the “Update_Interface()” method acts upon a Bluetooth connection. When data is
received it is decoded, unpackaged, and the relevant widget objects and variables updated.

2.4.5Widget Creation Methods

Widget creation methods are called to create a new widget, which depends on parameter value and other
widgets.

WeatherWidget(), Create_Greeting_Widget(), Create_Subgreet_Widget(), Create_ListWidget() and
Greeting_Widget() - Sharing similar functionality, these methods update necessary widget objects, depending
on parameter and attributes, by fetching relevant information.

3. Results
An input/output table has been used to test both applications. The mirror application do not rely on input

from the configuration algorithm. Therefore, this test will identify errors in both applications (Table 1). Table 2
shows that the applications can handle boundary, erroneous and normal input data.

Table 2. Results of the testing.

A 24-hour use test has been conducted, including the hardware and the application's usability. The device
and application stayed on for 24 hours without major error. However, a logical error did occur. The date did not
update, after examination, it was found the “Update_Hour()” method was comparing the “date” attribute to the
starting date local variable that wasn’t being updated, this resulted in the “Update_day()” method not being
called. Figure 9 displays the results of this test.

Data Type Input Output

Normal Upper Right Interface combo box choices Expected, interface updated

Normal Upper Left Interface combo box choices Expected, interface updated

Normal Centre Interface combo box choices Expected, interface updated

Normal Bottom Centre Interface combo box choices Expected, interface updated

Erroneous Upper Right Interface choice is equal to Upper
left Interface choice

Expected, error handled, the widgets were
swapped

Erroneous The network chosen has no network password
saved on the system

Expected, error handled, the continue Bluetooth
button was displayed

Boundary The submit button is pressed multiple times
while data is sent

Expected output, the configuration data sent as
normal

Erroneous The submit button is pressed while the mirror
is not connected

Expected output, error handled, warning message
displayed notifying the user to “try again”
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Figure 9. The device's power consumption.

A comparison with other devices in the power consumption is also reported in Figure 10 (Power
consumption reported on data sheet of the products at the following links: howtogeek.com (How Much
Electricity Does the Amazon Echo Use?);
https://www.argos.co.uk/product/9325195?clickSR=slp:term:smart%20home:5:566:2). As shown in the
Figures 9 and 10, the smart device uses minimal power during the initial start-up of the system with a maximum
power of 5.58 W. Compared to similar products, the device outperforms them significantly with the only
exception being the Amazon Echo. This device provides fewer functions and lacks a screen. This comparison
shows that this design's power consumption is closer to a device offering significantly less functionality than a
similar device that displays data visually. The final system can be seen in Figure 11.

Figure 10. The average power consumption of different devices.

https://www.argos.co.uk/product/9325195?clickSR=slp:term:smart%20home:5:566:2
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Figure 11. The Smart Mirror final iteration.

4. Conclusions
The following aims and objectives have been covered in the project:
 User data is secure - User data is kept secure, and sensitive information is not recorded, or sent
anywhere else other than the mirror via the Bluetooth connection.

 The application displays data graphically - This has been met, as seen by the images below. The
application displays data graphically via a graphical user interface.

 The application displays up-to-date relevant information - The application does display relevant up-
to-date information by using various methods and update the interface's widgets.

 The user can configure where and what data is displayed - Through the configuration application,
widget location and type can be changed.

 The interface is easy to understand and use - The interface has been designed to be intuitive by
increasing readability and following common standards.

 There are a series of widget options - The configuration application offers multiple widget options
supported by the mirror.

 The device can connect to the internet wirelessly - The device can connect to the internet via WI-FI
with the application making API requests.

 The device can connect to devices via Bluetooth - The device is able to connect to different windows
devices via Bluetooth.

In summary, the project has highlighted the shortcomings of home technologies and the benefits of
innovation within this sector. This design can be produced quickly at a low cost, customised according to users’
requirements, and used in a range of applications. The device can display the latest relevant information in an
easily understandable way, which can be configured to user needs.

Clearly, a series of further work can be foreseen: the smart mirror proposed in this project can be easily
improved, the software is modularized, and designed to allow perfect maintenance. The next step for this device
is to gain further user feedback to add additional widgets to support interface changes, and consider integrating
machine learning and assistive technologies to further provide service and support for end-users [14,15]. Such a
system could also be integrated with a set of sensors and other smart home devices or connected to an Ambient
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Assisted Living or medical system [16,17]. In this context, it is reasonable to also foresee the integration with
gesture recognition systems making the mirror more intuitive when interacting with the end-user [18,19].
Hardware could be changed to increase size and reduce depth; increasing usability and functionality while
reducing noticeability. And Artificial Intelligence and augmented reality could be implemented by using a camera.
More importantly further support should be added for different devices to achieve greater accessibility when
configuring the device. The configuration application could be moved to the web through the usage of Javascript,
HTML and CSS to increase the application's portability and ultimately its accessibility.

SupplementaryMaterials
The project code is reported on the following GITHUB repository – System source code.
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